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Figure 1:We define the underlyingworking principles ofmetamaterialmechanisms, which allows us to implement a computa-
tional design tool. (a) It takes user-drawn paths and (b) optimizes the cell configuration which implements the transformation.
(c) In this example, we show the leg of a walker. (d) The fabricated result matches the optimized motion closely.

ABSTRACT
In this paper, we establish the underlying foundations of
mechanisms that are composed of cell structures—known as
metamaterial mechanisms. Such metamaterial mechanisms
were previously shown to implement complete mechanisms
in the cell structure of a 3D printed material, without the
need for assembly. However, their design is highly challeng-
ing. A mechanism consists of many cells that are intercon-
nected and impose constraints on each other. This leads
to unobvious and non-linear behavior of the mechanism,
which impedes user design. In this work, we investigate the
underlying topological constraints of such cell structures and
their influence on the resulting mechanism. Based on these
findings, we contribute a computational design tool that
automatically creates a metamaterial mechanism from user-
defined motion paths. This tool is only feasible because our
novel abstract representation of the global constraints highly
reduces the search space of possible cell arrangements.
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1 INTRODUCTION
The recent rise of widely accessible fabrication machines,
such as 3D printers or laser cutters, generated interest in non-
experts to create and design their own devices. Their strive
towards a future of personal- rather than mass-fabrication
is supported by HCI researchers [4], who investigate tech-
niques to directly interact with the machine [25, 28, 47], use
real-world objects for content creation [45, 46] or embed
mechanisms [49] and electronics [35]. These works were
mainly concerned with creating the outside shape of 3D
objects. Since 3D printing uniquely allows users to freely
arrange matter in space, researchers started to generate in-
ternal structures that, e.g., optimize the strength-to-weight
ratio of 3D objects [21], allow arbitrarily shaped objects to
spin [3], or to float in pre-defined poses [30].

Pushing this idea further, researchers engineer microstruc-
tures that deform in a desired way. These structures are
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usually arranged on a regular grid and together define the
properties of the material they form [5]. This concept is
known as metamaterials. Such metamaterial structures can
be designed to change the materials’ elasticity [37], to absorb
energy [12, 40], or to change their shape [24].
Recently, we [18] pushed the concept of metamaterials

further by going beyond materials and create complete mech-
anisms from cellular structures. Our mechanisms consist of
two types of cells that are carefully arranged to move in
concert to achieve the macroscopic mechanical movement.
Along with this novel concept, we demonstrated relatable ap-
plication examples including a door latch or a Jansen walker.
However, the design of these objects was manual and diffi-
cult it still remains unclear what types of mechanisms can
be implemented with such metamaterials.

In this paper, we investigate the underlying working prin-
ciples of such metamaterial mechanisms. To do so, we an-
alyze the interaction of the two types of cells, identify the
underlying topological constraints of metamaterial mech-
anisms, and ultimately implement this domain knowledge
into a computational design tool for non-expert users.

Understanding metamaterial mechanisms
In this work, we set out to understand the underlying mech-
anisms that inform the design of our metamaterial mecha-
nisms [18], which implement a transformation of an input
movement to an output movement. The door latch in Fig-
ure 2a-b, for example, transforms pushing the handle down
(input) into a retraction of the bolt (output). To achieve a
well-defined transformation, metamaterial mechanisms com-
bine two types of cells on a regular grid. The individual cells
(Figure 2c-d), are very simple—they are rigid or can shear.
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Figure 2: (a) This metamaterial door latch is defined by their
microstructure, (b) which transforms the green input path
(pushing the handle) into the pink output path (retracting
the bolt). It consists of only (c) shearing and (d) rigid cells.

Since we already demonstrated relatable application ex-
amples in our previous paper [18], in the remainder of this
paper we will discuss metamaterial mechanisms on a higher
level of abstraction. We will leave out the device applying
the metamaterial and instead focus on the core of the mech-
anism: the transformation of input movement into a desired
output movement, both of which are user-defined.

Understanding cell constraints and how they interact. To achieve
the movement that implements the desired mechanism, the
cells need to be arranged on a grid to play together in a
well-defined way. More formally, ‘play together’ means that
each individual cell has constraints that it propagates to its
neighbors. For example, opposing edges of shear cells remain
parallel (parallelism constraint) and rigid cells additionally
maintain their angle (angle constraint). Since the cells are
connected in two dimensions, their constraints can interact.
We illustrate such constraint interactions in Figure 3. This
example shows how adding a single cell (marked in blue)
prevents 7 other shear cells on the grid from shearing.
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Figure 3: (a) In this example, (b) setting one cell rigid (c) pre-
vents 7 cells from shearing, changing the output drastically.

Large search space. The example depicted in Figure 3 illus-
trates that interactions of constraints are unobvious and that
by understanding them, we can reduce the search space dras-
tically. We drill down on this example in Figure 4. Here, the
naive approach of simply swapping cell types to find a config-
uration that reaches a user-defined path results in 27 = 128
equivalent mechanisms. This is because any changes within
the 7 cells marked in orange in Figure 3 have no effect on the
resulting mechanism. While this example is only concerned
with one specific scenario, the complete search space would
be 225 ≈ 3 ·107. We generalize this in Section 4 and show how
we reduce the search space by several orders of magnitude.
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…

Figure 4: Here, 128 cell configurations result in the same
mechanism, because the cell constraints interact.

The key insight of this work is to build an abstract repre-
sentation of the cell constraints, which defines only distinct
mechanisms. We encode constraints that edges impose on
each other in a graph whose connected components define
their degrees of freedom. We work directly in the reduced
space of distinct mechanisms, rather than exploring the space
of all possible cell configurations.

Computational design tool. Our constraint-based represen-
tation of the metamaterial mechanism and the resulting re-
duction of the search space makes a computational design



tool feasible. We present a computational design tool that
optimizes a cell configuration for user-defined paths. Fig-
ure 1 shows how users define the size of the mechanism they
are looking for and draw the input and output paths. Our
heuristic optimization searches for a cell configuration that
satisfies these boundary conditions.

Novel types ofmechanisms. With our computational approach,
we not only ease the creation process for users, but we also
discover new types of mechanical transformations that were
not known before. Metamaterial mechanisms were manu-
ally designed to demonstrate useful mechanisms, such as
a door latch or pliers. However, we show in Figure 5a that
the transformations they implemented were basic transfor-
mations, such as scaling. In this work, we demonstrate non-
linear transformations, as illustrated in Figure 5b, such as
self-intersections, oscillations and smoothing. We believe
that the approach will foster more complex metamaterial
mechanisms.
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Figure 5: (a) The hand-designed mechanisms in [18] only re-
alize simple transformations. (b) In this work, we discover
more complex and even non-linear transformations.

Contributions & limitations
Our main contribution is an understanding of the underlying
workings and constraints of metamaterial mechanisms. This
enables a computational design tool that would otherwise
not have been possible.
The naive approach of swapping cells on the grid to find

a cell configuration that implements a user-defined path
transformation is computationally infeasible due to an expo-
nentially growing search space. We contribute an abstract
representation of the constraints. Our constraint graph rep-
resentation reduces this search space significantly.
We show that metamaterials can realize more complex

and even non-linear mechanisms—a fact that was unknown
before.

We focus on understanding the constraints on the most
basic cells, i.e., the square shear and rigid cells. We do not
explicitly implement rotated or pre-sheared cells, as we sug-
gested in [18]. Since the topology is the same, we show that
our constraint graph applied to those cells as well.

2 RELATEDWORK
Fabrication of functional objects. Personal fabrication devices
such as 3D printers or laser cutters allow users to fabricate
personalized physical objects. Researches presented interac-
tive systems that ease the process of designing static objects,
e.g., pen holders or booklets, by interacting directly on the
machine [25, 28, 47]. To match digital 3D models with exist-
ing physical objects, researchers proposed augmented reality
environments to ease content creation [45, 46]. 3D printing
has been shown to be an effective tool to making existing
objects (e.g., pliers) more accessible by fabricating adapters
[8], or for ad-hoc repairs on the go (Mobile Fabrication [34]).

Since 3D printers can arrange material freely, researchers
explored how altering the material distribution on the inside
of objects can alter their functionality. Examples include
optimizing the strength-to-weight ratio of objects [9, 21],
making objects stand or float in user-defined poses [30] or
allowing arbitrary shapes to spin reliably [3].

Most 3D printers, however, are limited to creating objects
from plastics. To benefit from superior mechanical properties
of traditional construction materials, researchers provided
software tools that allow user to insert material such as metal
rods, sandpaper [7], fabrics [33], or even water bubbles [48]
into printed objects. Combining different types of materials
was also demonstrated to be an effective assembly approach.
Using pre-stretched material and printing rigid struts on top
allows for fabricating 2.5D shapes in a flat state that curve
up after fabrication [16, 29]. To actively control folding of
objects, researchers employed conductive layers on paper
sheets that can be controlled electrically [44].
We want to push assembly-free mechanisms that can be

printed from a single material [18] further and contribute a
computational tool that assists users in creating them.

Fabrication of linkages and compliant mechanisms. The avail-
ability of fabrication machines not only fosters creating func-
tional objects that are defined by their shape, such as tools or
adapters, but also the implementation of mechanisms. One
popular application are mechanical characters. Researchers
created tools to help users integrate, e.g., walking or driving
mechanisms into arbitrary 3D models [49].

To assist users in creating a new mechanism, researchers
presented computational tools that optimize the position
of gears [10] or links in a linkage (i.e., a mechanism that
connect links with hinges) [41] to match a target locomotion
path of a figure within a confined space [2].



Reducing the number of parts of mechanisms eases the
fabrication process for the user, since the need for assembly
disappears [11]. Such mechanisms are known as compliant
mechanisms, i.e., deforming structures that allow for im-
plementing a mechanism by rendering selected parts thin.
While traditional mechanisms use very stiff (rigid) parts that
are connected by hinges to transform motion or forces, com-
pliant mechanisms consist of one part with very thin areas
that allow for hinging behavior. Since the movement is per-
formed by deformation there is virtually no friction, no need
for lubrication, and thus for maintenance [17]. Since they
consist of only one part, compliant mechanisms miniaturize
well and are commonly used for high-precision mechanisms,
such as micro-electromechanical systems (MEMS) [1] or tele-
operation devices [13].

Very simple compliant mechanisms are holders, where you
can snap in another object. The snap-fit, however, should be
firm enough to hold the object, yet soft enough to push the
object in—a ratio that needs to be optimized [42]. Recently,
Megaro et al. [23] presented a system that creates complex
compliant mechanisms (e.g., a hand with all joints) using
fully-functional linkages as input. We, however, allow users
to draw their desired mechanical transformation, without
the need to define a traditional mechanism first.
We build on the foundations of these works and draw

inspiration from their optimization procedures, although
they are very different from ours. Since they optimize for
continuous parameters, such as length of links, position of
gears, etc., they make use of gradient-based methods. We,
however, operate in a discrete, thus gradient-free space.

Mechanical metamaterials. Metamaterials are artificial struc-
tures with mechanical properties that are defined by their
usually repetitive cell patterns, rather than the material they
are made of [5, 32]. Such structures allow for unique mate-
rial properties, such as materials that shrink in two dimen-
sions upon uniaxial compression [20, 36], that damp impacts
[12, 40], or localize elasticity [6, 22, 37].
On a macroscopic level, these structures are designed to

implement specific material properties. On a microscopic
level—if we think of the unit cells—they can be seen as many
small compliant mechanisms that are interconnected on a
grid. While regular tilings of such cells are well understood
[14, 15, 27, 38, 39], researchers only recently started to vary
the parameters across a metamaterial [24, 26], yet maintain
the same topology of cells.

However, non-uniform tessellations, i.e., when cell topolo-
gies are changed freely across the material, are not well
understood. To our knowledge, metamaterial mechanisms
[18] are the only metamaterials that fall into this category.
Therefore, we base our work on these metamaterials to set
up a first understanding of such non-uniform tessellations.

3 ANALYSIS OF CELL INTERACTIONS
The mechanisms we consider can exhibit intricate behavior
even though they are built from very basic building blocks:
shearing and rigid cells. Figure 3 already demonstrated how
drastically a metamaterial can change after performing a
small local change, e.g., swapping a shear cell for a rigid cell.
These properties are non-obvious but crucial to understand.

In order to understand the movements of a mechanism,
we need to simulate its physical behavior numerically. For
larger grids the optimization procedure can be time consum-
ing. This can hinder interactive exploration of the space of
mechanisms and is especially problematic when sampling
and simulating a lot of mechanisms to find one exhibiting
some pre-defined behavior.
We describe how we model the constraints of a mecha-

nism, which reduces the number of variables in the physical
optimization from all grid points to a few edge vectors. This
enables a significantly more efficient implementation and
gives insights into the degrees of freedom of a mechanism.

Understanding the constraints
Since our metamaterial consists of shearing and rigid cells,
we observe two types of constraints in our cells: (1) paral-
lelism constraints, i.e., opposing edges always remain parallel
and (2) angle constraints, i.e., angles of rigid cells remain
unchanged. Furthermore, all edges maintain their lengths.
This means most edges cannot move independently, e.g., the
same vector can represent edges that have to remain parallel.
Edges that have to maintain a certain angle can also be repre-
sented by a reference edge that needs to be rotated in order
to get the second one. To this end we build a constraint graph
in which each node represents a cell edge and an arc between
nodes the fact that one edge can be constructed by rotating
the other (rotations also include the identity transformation).

Figure 6 illustrates the graph representation for each cell
type individually. For shear cells, opposing cell edges always
remain parallel. The constraint graph consequently only con-
tains arcs between opposing cell edges. Figure 6b illustrates
that rigid cells are represented by a complete graph. This
means that transforming one cell edge defines the transfor-
mation of all other edges. In other words, if we know how
one edge is, e.g., rotated, we know the transformation of
the entire cell, because opposing edges remain parallel and
adjacent edges maintain their angle.

Determining the degrees of freedom
We think of the degrees of freedom (DoF) as a set of edge
vectors that can be transformed independently. This property
is also illustrated in Figure 6, where the constraint graph of
the shear cell in (a) consists of 2 connected components,
which indicates that the cell has two independently moving
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Figure 6: We model the constraints as graphs. (a) A shear
cell is represented as 2 subgraphs that model the 2 indepen-
dentlymoving adjacent edges and the parallelism constraint
of opposing edges. (b) A rigid cell is a complete graph, show-
ing that one edge defined the entire cell.

parts, i.e., the green and blue edges. The rigid cell in (b)
moves as a whole, thus the graph consists of one component.
In general, the DoF of our metamaterial are defined by the
number of connected components in the constraint graph.

Building the constraint graph
We build the entire constraint graph by connecting the con-
straints of single cells shown in Figure 6 to their neighbor
cells, based on coinciding edges. For example, Figure 7 shows
how to proceed for a metamaterial with 4 cells. We start at
the lower left cell and add its vertical edges to the constraint
graph. The cell to the right shares the middle vertical edge,
thus we link its other vertical edge to the graph, because they
need to remain parallel. The two shear cells on the right are
processed analogously. The rigid cell, which cannot change
its angle, effectively couples edges of the top right and lower
left cell. Due to the parallelism constraints, entire rows and
columns are linked.
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geometric graph

Figure 7: We build the constraint graph by connecting the
single cell constraints to their neighbor cells based on coin-
ciding edges.

The notion of DoF generalizes to entire mechanisms. The
final graph in our example consists of 3 connected compo-
nents, which means that the configuration has 3 DoF. Know-
ing one edge vector in each component uniquely determines
all other edge vectors and thereby the whole mechanism.
Therefore, we can formulate an optimization problem only
involving 3 instead of 12 edges, as detailed in Section 6.

In a cell grid that consists only of shear cells, the edges in
each row and column represent one connected component.
The maximum number of DoF on an empty n ×m grid is
therefore n+m. Introducing a rigid cell joins the components
of a row and a column into one, reducing the DoF by one.

The influence of anchors
So far, we only considered relative transformations of edges,
i.e., edges are transformed with respect to each other. How-
ever, since the input of a mechanism is absolute, we need to
fixate (i.e., anchor) the cell configuration in order to calculate
the vertex positions in absolute space. Anchoring an edge in
a cell configuration reduces its DoF by one. The same reason-
ing as for transforming edges, as discussed above, applies;
since one edge of a connected component is defined (here,
fixed to the ground), all edges in the component are defined.

4 REDUCING THE SEARCH SPACE
Since each cell on an×m grid can have 2 states, rigid or shear-
ing, we have 2nm different possible configurations. However,
not all configurations will generate a unique mechanism
since shearing cells can become rigid because of the con-
straints. Consider the mechanism in Figure 8. The constraint
graph reveals that the green and blue cells cannot shear.
This is the case when all edges of a cell are contained in
the same connected component. Since the rotation of both
potentially independent edges of the shear cell are defined
by the same connected component, their angle is constraint
to the original 90°and can thus not shear.

⇒

non-shearing cellsgeometric graph

Figure 8: It might be non-obvious how many DoF this meta-
material has. Our constraint graph reveals that it contains 2
cells that cannot shear, i.e., the blue and the green one, leav-
ing only 2 connected components, thus 2 DoF.

Since the blue and green cells cannot shear, the two cell
configurations in Figure 8 are equivalent. We only want to
consider unique mechanisms in our optimization. But how
many of these unique mechanisms exist? To answer this
question, we enumerate all possible connected component
configurations. It is indeed possible to give an explicit for-
mula for the number of all unique mechanisms on a n ×m
grid. We present the derivation of this function in Appendix
A. Here, we show the empirical verification of the formula
for all configurations on grids with n < 5. In Figure 9, we
show the number of all 2nn mechanisms (gray) along with



the number of unique mechanisms (blue). While this number
still grows rapidly with increasing grid size, it reduces the
space of configurations on a grid from growing quadratically
with respect to n in the log-plot to linearly. This enables us to
consider much larger grids when searching for mechanisms
with certain properties.

1x1 2x2 3x3 4x4 5x5 6x6 7x7 8x8 9x9
1

10 4

10 8

10 12

10 16

10 20

10 24

grid size

co
nfi

gu
ra

ti
on

s 
(lo

g 
sc

al
e)

total permutations
unique configurations

Figure 9: The number of all configurations (log scale) on a
square grid compared to the number of all unique mecha-
nisms.

5 SIMULATING THE MOTION
To simulate the deformation of the object when a vertex of
a cell moves, we use a simple elastic material model. We
assume rigid edges and that deformation occurs when two
edges incident to a corner are rotated relative to each other.
Through the constraint graph all edges are defined as

soon as one representative edge per connected component
is known. To define the remaining edges, we traverse the
constraint graph, e.g., using breadth-first search, starting
at the representative edge. When moving across an arc the
appropriate rotation is applied. When all edges are known
we start to reconstruct cell vertices. To this end we traverse
the grid itself starting at an anchored vertex. Each vertex is
effectively reconstructed by summing all edge vectors along
a path connecting the vertex to the anchor.

Direct numerical simulation would try to find a set of grid
vertices minimizing this deformation energy subject to a
set of non-linear constraints, edges have to maintain their
length, opposing edges in a cell have to stay parallel and
angles in rigid cells stay at 90°. Additionally, certain vertices
are fixed, either in their original position or by an external
force driving the mechanism.
Analyzing the constraint graph allows us to formulate a

constrained optimization problem that has the same solution
but is much more efficient than the direct approach.

The shape of the whole mechanism is determined by fixing
the DoF, which requires two numbers per connected com-
ponent. The current state of the deformation can therefore
be modeled by a state vector x ∈ R2 Nd where Nd is the
number of DoF. Each state vector uniquely determines all
edge vectors and is associated with the deformation energy

D (x) =
N−1∑
i=0

(
αi (x) −

π

2

)2
,

where αi (x) stand for an interior angle of the i-th cell and
N for the number of cells. This energy models the fact that
each cell will, depending on thematerial used, resist shearing,
even for non-rigid cells. Note that we only need to take one
angle per cell into account because all angles in a cell produce
the same energy. To simulate the deformation, we find a
minimizer of D with respect to the following constraints:
C1. The edges are rigid and therefore have to be fixed in

length. Constraining all DoF to unit length will ensure
this property for all edges in the mechanism.

C2. Cells cannot invert, i.e., change their orientation. We
thus assure that cell areas always remain positive.

C3. Anchors are fixed in position.
C4. The corner that is being dragged is fixed in position.
Note that we do not have to enforce parallel edges or that

rigid cells maintain their interior angles. These constraints
are built into the reduced representation and each state vec-
tor induces a valid cell layout. This constitutes another ad-
vantage over the naive approach where these constraints
have to computed explicitly. Unfortunately, the energy and
the constraints are non-linear and non-convex. However, the
constraints are only quadratic and can be analytically differ-
entiated. The energy D can also be analytically differentiated
albeit yielding more complex terms due to the calculation of
angles from edge vectors. We solve the problem of minimiz-
ing D subject to C1-C4 by employing the non-linear interior
point solver IPOPT [43], which gives us a configuration for
a specific handle position. To simulate the full deformation,
we sample the desired handle path and find the correct con-
figuration by solving the optimization problem starting from
the previous configuration as an initial guess.

Invalid input. The range of the handle corner is limited by
the structure of the mechanism, which is fixed by anchors.
If a handle position outside this range is prescribed, the
optimization problem has no solution because C4 cannot
be satisfied. To yield an approximate result even for these
situations we try to find a handle position, which is close to
the desired one but in the range of the handle. To this end we
solve another optimization problem minimizing the distance
of the updated handle position P̃h to the prescribed one Ph :

D ′ (x) =
P̃h − Ph

2 ,
subject to the constraints C1-C3. The resulting configu-

ration is valid and places the handle close to the desired
position. Since this solution represents only one valid con-
figuration but does not minimize D in general, we optimize
D with respect to C1-C4 using the new handle position.



Evaluation
As a preliminary evaluation of the simulation, we manually
created 3 mechanisms with different input paths in our soft-
ware and manufactured them from laser cut acrylic and 3D
printed hinges (Ninjaflex filament). We tracked the motion
of the physical mechanisms using OptiTrack with up to 7
markers on each mechanism and compared it with motion
paths from our simulation.We adjusted the OptiTrack data to
account for scaling. The mean error of our physical cell con-
figurations was 8.1% (SD = 8.7%), corresponding to 4.8 mm
on our 60 mm cells. Figure 10 shows at one example that the
recorded and simulated data matched closely.

input (template)input 

Figure 10: We tracked the physical motion using OptiTrack
(blue) and compared it to our simulation (green).

6 OPTIMIZATION OF CELL PATTERNS
We aim to alleviate the problem of finding a suitable cell
configuration given a set of desired input and output paths.
In the following, we detail our algorithm that exploits afore-
mentioned properties of metamaterials mechanisms such as
the relation between cell transformation and anchors, and
the constraint graph. Note that while most of our exam-
ples illustrate quadratic cell configurations, the approach is
equally applicable for arbitrarily shaped objects. The main
requirement for our approach is a simulation that correctly
reproduces the deformation of a mechanism given an input
path, like the one described in the previous section.

Overview
Our algorithm takes a set of user-defined input and output
paths as well as a rough shape of the desired device as in-
put. It then aims at finding a close-to-optimal fit between
the motion of the mechanism and the user-defined paths.
Generally, input paths are actuated (e.g., by users) and the
mechanism transforms this motion to the output path. In
context of the optimization, however, we do not need to dif-
ferentiate between input and output paths but use them as a
list of paths which a mechanism should be able to reproduce.
As a first step in our algorithm, we automatically determine
the positions of the anchors for the cell configuration based
on the scale and direction of the paths. We then generate a
mechanism that produces the desired motion. An overview
of the algorithm is illustrated in Figure 11.

Input cell configuration  

Calculate error            for 

Set cell resolution r
r := 2r

Start: empty cell configuration
list of target paths 

Final result        where

start resolution  
typically 4x4 cells

Simulated Annealing
to get new configuration

compare error
with previous best result

compare result of resolution 
with best result from 
smaller resolution 

yes

yesyes

no

no

Figure 11: Overview of the process of automatically finding
cell patterns given user-specified paths.

Since the behavior of a mechanism is non-linear, we create
cell configurations using stochastic optimization, specifically
Simulated Annealing [19, 31]. Instead of modifying the cell
configuration directly, we modify the constraint graph, i.e.,
split and merge connected components until the algorithm
converges. To speed up computation, we use a hierarchical
approach where we first find an optimum configuration for
scaled-down versions of the mechanism and use this configu-
ration as seed for larger versions. The output of the algorithm
is a cell configuration that produces the desired paths.

Input and representation
Users specify the shape of the cell configurationC0 ∈ 0, 1x ,y ,
with x and y being the dimensions of the mechanism. This
is a configuration of cells with undefined behavior. In the
later optimization, the type of each cell is specified (e.g.,
they become shear or rigid cells), which ultimately governs
the motion of the mechanism. Each mechanism is defined
by its cells, its vertices V and edges E. The position of the
anchors A ⊆ V governs the motion of a mechanism and
fixes the mechanism’s absolute position in space. Anchors
are automatically determined by our algorithm.
Besides C0, users specify a set of desired paths P . Each

path is a list of points, stored as a matrix Pi ∈ R2×n . The first



point pi ,0 of a path Pi is a vertex of the cell configuration, i.e.,
pi ,0 ∈ V . Note that while we use one input and one output
path for clarity of exposure, the optimization generalizes to
more than one input and output path.

Setting anchors
Our algorithm automatically determines candidate positions
for anchors based on user-defined paths. Anchors have a big
influence on the scaling and rotation of an output path. There
are three main considerations that govern the positioning
of the anchors (i.e., finding which edge to anchor). First, the
ratio between the length of paths should be similar to the
ratio between the distance between individual paths and the
anchors. As shown in Figure 12a, if an input path is half the
length of an output path , then the ratio for the distance
between input path and anchors, and between output path
and anchors should be similar. This accounts for scaling
between the paths and can be calculated as

min
l

m∑
i=0

m∑
j=i+1

|Pi |��Pj �� − |el − Pi |��el − Pj
��

wherem denotes the number of user-defined paths. Sec-
ondly, anchors are essentially rotation points between paths.
We therefore choose the location of anchors to reflect this
rotation, as illustrated by Figure 12b. Thirdly, the maximum
travel of a vertex is determined by its distance to an anchor,
i.e., larger distance yields larger possible travel. To allow
for maximum travel, we position the anchors at maximum
distance to all input or output vertices, formulated as

max
l

s∑
i=0

|el − Pi | .

Since this operation can be performed on a scaled-down
version of the configuration, we can exhaustively search the
space and choose the best anchor positions. It is possible
that no valid positions are found, which allows us to esti-
mate a-priori if the user-defined mechanism is achievable.
For example, if the length of a path exceeds the cell grid’s
diagonal, there is no solution. Users can use a larger grid or
change the paths. For all other cases we optimize for the best
approximation of the desired mechanism.
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Figure 12: The anchor placement influences (a) the scaling
of the output path and (b) the global rotation.

Generation of cell configurations
Given a list of user-defined paths, any cell configuration C
will transform them in a specific way. For a path Pi , this
transformation is denoted asC (Pi ). We aim to find a cell con-
figuration Cj with minimal difference between Pi and C (Pi )
while using as few DoF as possible to increase mechanical
stability. We thus aim to find a solution given the objective

min
j

m∑
i=0

ωi
��Pi −Cj (Pi )

�� .
ωi ∈ [0, 1] ,

∑m
i=0ωi := 1 are user-defined weights for the

individual paths. We typically use equal weights for all paths
(i.e., 0.5 for 1 input and 1 output path).

A trivial approach to the problem would be to randomly
sample cell configurations (i.e., switching cell types ran-
domly) and choose the best fit between the user-defined
paths and the paths the mechanism produces. This, however,
is not feasible, as discussed in Section 4, given the large num-
ber of possible cell configurations that yield similar move-
ments or are rigid.
In our approach, instead of modifying the cell configura-

tion directly, we manipulate the underlying constraint graph
with respect to the DoF of a configuration. We aim for a
configuration with as little DoF as possible that still can re-
produce a path well. A too low number of DoF would not
allow for complex motion (e.g., with changes in direction).
A too high number of DoF would lead to mechanically un-
stable structures. Therefore, we constrain a configuration to
be within DoFmin and DoFmax , which are typically chosen
to be 2 and 5, respectively.

For each step in our optimization, we compute the current
DoF for a configuration Cj , which govern the next step, i.e.,
if the next configuration shall contain more or less DoF. If
the DoF should be increased, we split a chosen connected
component. Conversely, we merge two connected compo-
nents to decrease the DoF. If the DoF are within the limits, an
operation is chosen randomly. The connected components
that are affected by the operation are chosen randomly.

We use Simulated Annealing for the optimization to avoid
converging to a local minimum. We calculate the current
temperature Tj for each step as

Tj = (1 + e
ej

T0α j )−1,

where ej is the error of the current iteration j. It is cal-
culated as the sum of differences between the user-defined
paths, i.e., ej =

∑m
i=0ωi

��Pi −Cj (Pi )
�� . The error is normal-

ized with respect to the length of the paths.T0 is the starting
temperature, which we typically choose as one third of the
maximum number of iterations, as described below. α con-
trols the overall falloff, typically 0.85 < α < 0.99 (in our



case α = 0.95). To avoid that the algorithm converges in a
local minimum, we restart the Simulated Annealing process
several times. After each run, we compare the best results of
the current and previous run. Convergence is reached if the
result did not improve compared to the previous run.

Hierarchical generation. We chose a hierarchical approach
for the optimization, to avoid users having to estimate the
cell resolution of their configuration. We start the Simulated
Annealing process for an initial configurationC0 with a small
resolution r , e.g., 4 × 4 cells. Once the previously described
Simulated Annealing procedure converged, we double the
resolution and restart the Simulated Annealing with the
larger resolution r + 1. After convergence, we compare the
error of the cell configurationCr andCr+1. In case the result
did not improve, we assume Cr to be the best solution. If
the result did improve, we increase the resolution again and
restart the process. A typical error function for the whole
process is shown in Figure 13. Since the process typically
converged after 100 to 150 iterations, we set the number of
maximum iterations to 200. Similarly, the algorithm typically
converges after increasing the resolution 2 to 3 times. We
therefore set the maximum resolution to 6.

Figure 13: Typical error function for two examples. For top,
the process converged after a total of 1400 iterations, with
the minimum error for a resolution of 8 × 8 cells. Results
with higher resolution (16 × 16) were discarded due to in-
creased error. The bottom example converged with a resolu-
tion of 16 × 16 cells. For each resolution, Simulated Anneal-
ing is restarted multiple times.

Evaluation
To evaluate our optimization, we generated 10 differently-
shaped cell configurations with 3 or 4 DoF as ground truth
examples. We manually set the input and output vertex, an
input path and the anchors. We simulated the mechanism
to obtain the output path. We stored the input and output
paths and the empty low-resolution cell configuration for
the correct aspect ratio, which were the input to our opti-
mization. Two examples with target and solution are shown
in Figure 14. Although the resulting cell configurations are
different in terms of placement of rigid cells, they could re-
produce the target movement with a mean error of 2% (SD
= 3%) for input paths and 7% (SD = 4%) for output paths.
We computed the error as the sum of point-wise distances
between the respective motions paths. Note that the cell con-
figuration, the anchors and the target resolution were not
known to the optimization but were generated.
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Figure 14: Two of ten ground truth examples (top) we used
to test the optimization. The results in the bottom were gen-
erated without inputting the cell configuration or position
of the anchors into the optimization procedure.

Implementation
While we already discussed the optimization and simula-
tion in previous sections, we want to briefly mention the
frameworks we used. We packed the metamaterial mecha-
nism optimization, as described above, into a simple editor.
The editor allows users to draw the shape of their desired
mechanism and to set input and output paths, which the
software will optimize for. Users can use pre-defined paths
for precise motion constraints or simply draw rough paths.
Time needed to generate a cell configuration depends on
whether the solution requires a high-resolution configura-
tion. If the solution is found in a low-resolution grid, the
algorithm takes approximately 1 minute to converge on a
commodity notebook (MacBook Pro 2015 with Bootcamp).
For higher resolutions (e.g., 32 × 32 cells), finding the best so-
lution takes up to 10 minutes. We are confident that this time
can be decreased by parallelizing parts of the algorithm, e.g.,
running multiple threads of Simulated Annealing at once.



The editor is implemented in C# and uses the .NET frame-
work 4.5. We use the Windows Presentation Foundation
(WPF) as our GUI toolkit. The optimization procedure is also
implemented in C#, which calls a wrapper to our C++ simu-
lation tool. The simulation is written in C++, because it uses
IPOPT [43], as we discussed in Section 5. We will provide
the source code prior to the conference.

Limitations of the design tool. The editing capabilities of our
editor are currently limited to 2D. Furthermore, we imple-
mented only square cells so far. Triangular, rotated, or pre-
sheared cells, as we suggested in [18] are not integrated in
the current version of the editor. However, this would be a
simple extension. We also currently don’t offer mesh export
options, as we focused on the optimization. A conceivable
option would be to implement the tool as a plugin to existing
CAD tools, e.g., Autodesk Fusion 360, as they offer elaborate
modeling options for the parts that embed the metamaterial.

7 EXAMPLES
The main contribution of this work is the abstract represen-
tation of metamaterial mechanisms, which ultimately allows
an automatic generation of such metamaterials. While the
device that embeds the metamaterial is not the focus of this
work, we want to give some brief examples of how our gen-
erated metamaterials might be embedded in a device-context.
The green structures in following examples are printed using
rubber-like filament (Ninjaflex) on our consumer-grade 3D
printer (Ultimaker 2+). More transformations are listed as
examples in Appendix B.

Kinetic sculptures. One example, where metamaterial mech-
anisms might be embedded into, are kinetic sculptures, toys,
or walking automata [41]. As shown in Figure 15a, our de-
sign tool enables users to create custom walk-cycles from
metamaterials.

Custom mechanisms. Users might also want to create grip-
pers with a custom motion path. In Figure 15b, we illus-
trate embedding metamaterial mechanisms with different
motion paths as grippers for collecting items, e.g., for picking-
challenge robots. Other applications for such custom paths
are e.g., fans with a path cycle, or deflectors for sprinkler
which can be customized to sprinkle a specific area optimally.

Clock. Another simple example is an alarm clock, as depicted
in Figure 15c . The metamaterial transforms a rotary input
into an oscillating motion to strike the bells.

8 DISCUSSION & OUTLOOK
Our work aims at going beyond purely exploratory work
but provide an understanding of metamaterial mechanisms.
Our work opens way for researchers to explore, build and
use such mechanisms. Moving away from a representation

top view
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input

Figure 15: (a) Metamaterial mechanisms can be embedded
into kinetic sculptures, or (b) implement a gripper with cus-
tom motions for, e.g., robots. (c) Another simple example is
embedding an oscillating metamaterial into an alarm clock.

that is based on cells to a higher level—the constraint graph—
allowed us to significantly reduce the space of cell configura-
tions and making computational approaches feasible. Note
that while the search space is highly reduced, it is still not
feasible to fully enumerate the space. As discussed above, a
cell configuration of 9 × 9 cells yields 1012 unique transfor-
mations (but 1024 cell configurations). We acknowledge that
immediate commercial applications are not entirely clear at
this point, since metamaterial mechanisms are still a very
young research field. We believe that an accessible design
tool allows not only users to design custom mechanisms,
but that it is a valuable step towards exploring and further
understanding the potential of cell-based materials to foster
research in the long term.

Limitations and considerations
The constraint graph and optimization allow us to gener-
ate insights into the inner workings of metamaterial mecha-
nisms and create a computational tool that enables automatic
generation. There are, however, limitations to our approach.

Transformation symmetry. For a given cell configuration,
moving an input vertex along the input path yields a transfor-
mation of the output vertex, i.e., an output path. If, however,
the output vertex is moved along the same output path, the
transformation of the input vertex is not equal to the input
path. This behavior has to be taken into account when de-
signing mechanisms that should be actuated by moving the
input and the output vertex. It can, however, also be exploited
to create more interesting and complex mechanisms.



Transformation complexity. In our experiments, we observed
that transformations between input and output paths are lim-
ited in their complexity. Specifically, we saw that the number
of inflection points between the two paths is roughly the
same. An input path with one inflection points, for example,
usually yields output paths with zero to two inflection points,
but not of arbitrary numbers.

Extending to 3D mechanisms. Our current constraint graph
models cells as constraint in length and fully defined by one
angle. This does not hold true for 3D cell configurations.
Therefore, there is no trivial extension of our approach into
the 3rd dimension. Similar to the process of this paper, to
optimize for 3D mechanisms we need to acquired an under-
standing of how interior angles in the volume change when
a cell is subject to shearing in multiple planes. Our constraint
graph must be extended to model how the new angle and
parallelism constraints of an individual cell are propagated
to their neighbors. Furthermore, the deformation energy D
(Section 5) will be adapted to minimize these constraints.
Such a basic constraint analysis is necessary for using our
software for other cell structures. However, we expect our
simulated annealing approach to work as presented. We al-
ready started investigating this interesting future work and
replaced the 2D angle constraint with the angles of a basis in
each cell as constraints, shown in our preview in Figure 16.

anchors

handle

rigid cells

Figure 16: Preview of a 3D deformedmechanismwith 2 rigid
cells.

Practical extensions
There are several practical extensions to our work that con-
cern the editor, including the simulation and generation of
mechanisms.

Adapt to material properties. We used an idealized simula-
tion that does not incorporate engineering factors such as
material properties or friction. We did so to focus on the
interaction between geometric constraints within a mecha-
nism, which could be missed when taking mechanical factors
such as transmission loss into account. While the mechanical
properties can be optimized (e.g., through high-resolution
3D printing), the underlying constraints are inherent to the
geometry. Material properties could be used to expand the
repertoire of transformations. Including other types of simu-
lation such as finite element analysis would be one beneficial

extension of the editor. This would also allow us to adaptively
change the stiffness, thus actuation force, of a mechanism.
This can be achieved by merging cells.

Extending to different cell types. Our constraint graph, and
consequently our optimization algorithm, hold true for other
cells that we previously suggested in [18], such as rotated
and pre-sheared cells. Our editor only needs to be extended
slightly to edit such cells.

geometric graph

angle
constraint

parallelism
constraint

Figure 17: Our constraint graph generalizes to the cells we
introduced in [18].

Considering temporal changes. We were concerned with the
spatial transformation of metamaterial mechanisms. An ex-
tension of the optimization would be to also include a tem-
poral component. Considering the speed of transformation
would allow features such as keyframing and easing of mo-
tion. We plan to investigate this interesting aspect by adapt-
ing our error function and add keyframing to the editor.

9 CONCLUSIONS
We analyzed metamaterial mechanisms with respect to their
topological constraints. Although the basic cells in this work
(shear and rigid cells) are simple, connecting them creates
complex interactions. We investigated these interactions,
which we modeled as a constraint graph. This representation
allows us to explore metamaterials on a more abstract level
and avoid having to rely on the raw cell structure which
exhibits a prohibitively large search space. Consequently, we
implemented our knowledge as a computational design tool
for the automatic generation of such mechanisms.
On a higher level, we think of our work as the first step

towards what we like to call heterogenous mechanical meta-
materials. We define them as metamaterials that consist of
different types of cells. Most often metamaterials consist of
cells that are topologically equivalent; all cells have the same
function, but they can vary in parameter.
Metamaterial mechanisms is one example of a material

that consists of topologically different cells. They exhibit inter-
esting behavior yet the interactions between cells are hard
to understand. In the future, we will go step-wise towards
investigating more of these heterogenous metamaterials by
creating generic tools that allow researchers to investigate
combinations of different types of cells.
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A ENUMERATING ALL UNIQUE MECHANISMS
As noted in Section 4, all edges in a row or column necessar-
ily belong to a single connected component. Starting with
an empty n ×m grid we have n +m connected components.
Introducing a rigid cell joins two connected components
and removes one degree of freedom. Suppose we want to
enumerate all unique mechanisms with k degrees of free-
dom. This amounts to k connected components where we
differentiate between x empty columns, y empty rows and
z components formed by merging rows and columns using
rigid cells. There are

(n
x

)
ways to choose the columns and(m

y

)
ways to choose the rows. The remainingm −y rows and

n − x columns can be arbitrarily partitioned into z sets. The
Stirling number of the second kind counts the number of
these partitions as S(n − x, z) and S(m − y, z) where we use
the convention S (a,b) = 0 for a < b. The z sets of rows and
columns can be connected in z! ways. This gives

Gn,m (x,y, z) =

(
n

x

) (
m

y

)
S (n − x, z) S (m − y, z) z!

different possibilities. Summing over all values for x, y and z
we obtain the number of all possible unique mechanisms on a
n×m grid. We empirically verified this number by analyzing
all possible configurations on grids with n < 5.
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B EXAMPLE TRANSFORMATIONS

Input Result Deformed Input Result Deformed

Figure 18: Examples of mechanisms generated with our algorithms. Note that for every example, two paths and the empty cell
configuration was given. Anchor positions and rigid cell assignments were automatically determined.
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